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ABSTRACT: Cyber-Physical Systems (CPS) are complex systems that combine physical and computational 

components to achieve specific goals. Service-based software architectures have emerged as a promising 

approach for building distributed systems, but modeling these architectures in CPS poses unique challenges due 

to the tight coupling between the physical and computational components. This article proposes a novel 

modeling approach for service-based software architectures in CPS, which integrates multiple modeling 

techniques to capture the various aspects of the system. The proposed approach combines the benefits of 

service-oriented architecture (SOA), business process model and notation (BPMN), and model-driven 

engineering (MDE) to create a comprehensive modeling framework. Our contributions include a novel 

modeling framework for service-based software architecture in CPS, a set of modeling patterns and techniques 

for capturing the complexities of CPS, and a case study demonstrating the practicality and usefulness of our 

approach. Our work provides a valuable tool for researchers and practitioners working on the development and 

deployment of service-based software architectures in CPSs. 
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I. INTRODUCTION 

Cyber-physical systems (CPS) are complex systems that combine physical and computational 

components to achieve specific goals. These systems are increasingly becoming ubiquitous in various 

domains such as healthcare, transportation, energy, and manufacturing. One of the key characteristics of CPS 

is their ability to interact with the physical world in real-time, which requires a high degree of reliability, 

safety, and efficiency. Software plays a crucial role in CPS, as it controls and coordinates the behavior of 

physical components, communicates with other systems, and processes large amounts of data. However, the 

complexity of CPS software architectures can make it challenging to ensure that they meet the required 

functional and non-functional properties. 

One way to address this challenge is by using service-based software architectures, which have 

emerged as a promising approach for building distributed systems. In a service-based architecture, the system 

is composed of a collection of independent services that communicate with each other through well-defined 

interfaces. This approach allows for greater flexibility, scalability, and reusability compared to traditional 

monolithic architectures. 

However, modeling service-based software architectures for CPS poses unique challenges due to the 

tight coupling between the physical and computational components. Traditional modeling approaches often 

focus on either the technical or the domain-specific aspects of the system, but not both. Therefore, there is a 

need for a holistic modeling approach that captures the interplay between the technical and domain-specific 

aspects of service-based software architectures in CPS. 

This article proposes a novel modeling approach for service-based software architectures in CPS, 

which integrates multiple modeling techniques to capture the various aspects of the system. The proposed 

approach combines the benefits of service-oriented architecture (SOA), business process model and notation 

(BPMN), and model-driven engineering (MDE) to create a comprehensive modeling framework. 

The remainder of this article is organized as follows: Section 2 provides a brief overview of related 

work on modeling service-based software architectures, and describes the proposed modeling approach in 

detail, highlighting its key components and how they integrate with each other. Section 3 presents a case 

study demonstrating the application of the proposed approach in a smart grid scenario. Finally, Section 4 

concludes the article and outlines potential future research directions. 
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II. THE PROPOSED MEHTOD 

2.1 A brief overview of related work on modeling service-based software architectures 

Service-based software architectures have become increasingly popular in recent years, particularly 

in the context of cyber-physical systems (CPS). These architectures are characterized by a collection of 

independent services that communicate with each other through well-defined interfaces. Modeling service-

based software architectures is essential to understand their structure, behavior, and interactions, and to ensure 

that they meet the required functional and non-functional properties. 

There are several existing approaches to modeling service-based software architectures, which can 

be broadly classified into three categories: 

(1) Service-oriented architecture (SOA) modeling: SOA is a paradigm for building distributed 

systems based on services. Several modeling languages and tools have been developed specifically for SOA, 

such as WSDL (Web Services Description Language), BPEL (Business Process Execution Language), and 

SCA (Service Component Architecture). These languages and tools provide a way to describe the structure 

and behavior of services, as well as their interactions. However, they do not explicitly consider the physical 

components and infrastructure of CPS, which are critical in many applications. 

(2) Business process modeling: Business process modeling (BPM) is another approach that has been 

widely used in software engineering. BPM focuses on modeling business processes and workflows, rather 

than individual services. BPMN (Business Process Model and Notation) is a popular language for describing 

business processes. While BPMN provides a rich set of constructs for modeling workflows, it does not 

directly support the modeling of service-based architectures. 

(3) Model-driven engineering (MDE): MDE is a software engineering approach that emphasizes the 

use of models as first-class artifacts throughout the development process. MDE tools allow developers to 

create, manipulate, and transform models, rather than writing code directly. There are several MDE tools and 

languages available, such as Eclipse EMF (Eclipse Modeling Framework), ATL (ATLAS Transformation 

Language), and QVT (Query, View, and Transformation). While MDE provides a powerful way to model and 

analyze software systems, it may not provide sufficient support for modeling the physical components and 

infrastructure of CPS. 

In summary, while there are several existing approaches to modeling service-based software 

architectures, none of them fully addresses the unique challenges of modeling CPS. Integrating multiple 

modeling approaches is necessary to provide a comprehensive understanding of service-based software 

architectures in CPS. This integration can help to identify gaps and inconsistencies in the current modeling 

practices and provide a basis for developing new modeling frameworks tailored to the needs of CPS. 

 

2.2 The Proposed Model 

The proposed approach integrates multiple modeling languages and tools to create a comprehensive 

modeling framework for service-based software architectures in Cyber-Physical Systems (CPS). The 

approach combines elements from Service-Oriented Architecture (SOA), Business Process Model and 

Notation (BPMN), and Model-Driven Engineering (MDE) to create a unified modeling framework. The 

proposed approach consists of five main components: 

(1) Service Model: This component represents the services that make up the service-based 

architecture. It uses SOA principles to define the services, their interfaces, and their relationships. The service 

model is created using a standardized language, such as WSDL or SCA. 

(2) Business Process Model: This component represents the business processes and workflows that 

are supported by the services. It uses BPMN to define the processes, their steps, and their connections. The 

business process model is created using a standardized language, such as BPMN. 

(3) Deployment Model: This component represents the deployment environment and the allocation 

of services to physical resources. It defines the hardware and software infrastructure needed to deploy the 

services. The deployment model is created using an MDE tool, such as Eclipse EMF or ATL. 

(4) Configuration Model: This component represents the configuration settings and parameters of the 

services and their dependencies. It defines the values and settings that need to be adjusted during deployment 

and runtime. The configuration model is created using an MDE tool, such as Eclipse EMF or ATL. 

(5) Quality Model: This component represents the quality attributes and constraints of the services 

and their dependencies. It defines the performance, security, reliability, and availability requirements of the 

system. The quality model is created using an MDE tool, such as Eclipse EMF or ATL. 

These five components are integrated using an MDE tool, such as Eclipse EMF or ATL, to create a 

unified modeling framework. The integration allows for bidirectional transformations between the different 

components, ensuring consistency across the entire modeling framework. For example, changes made to the 

service model will automatically update the business process model, deployment model, configuration model, 

and quality model. Similarly, changes made to the business process model will automatically update the 
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service model, deployment model, configuration model, and quality model. 

The proposed approach also includes a feedback loop that enables continuous monitoring and 

adaptation of the service-based architecture. The feedback loop collects data from the deployed system and 

feeds it back into the modeling framework, allowing for real-time updates and optimization. 

In summary, the proposed modeling approach integrates multiple modeling languages and tools to 

create a comprehensive framework for modeling service-based software architectures in CPS. The approach 

combines elements from SOA, BPMN, and MDE to create a unified modeling framework that supports the 

creation, analysis, and optimization of service-based architectures. The integration of multiple components 

and the use of MDE tools enable bidirectional transformations and consistent modeling across all 

components, ensuring a high level of accuracy and efficiency in the modeling process. 

 

2.2.1 Service Model 

The service model represents the services that make up the service-based architecture. It defines the 

interface and behavior of each service, as well as its relationships with other services. The service model is 

typically represented using a standardized language such as Web Services Description Language (WSDL) or 

Service Component Architecture (SCA). 

Example: A service model for a simple e-commerce application might include services for customer 

management, order management, and inventory management. Each service would have a well-defined 

interface that specifies the operations it supports, such as "createCustomer," "placeOrder," and 

"checkInventory." The Figure 1 shows the detail of the example. 

 

 
 

Figure 1: Service Model for E-Commerce Application 

 

2.2.2 Business Process Model 

The business process model represents the business processes and workflows that are supported by 

the services. It defines the steps involved in each process, the order in which they are executed, and the 

relationships between them. The business process model is typically represented using a standardized 

language such as Business Process Model and Notation (BPMN). 

Example: A business process model for a simple e-commerce application might include processes 

for ordering products, managing inventory, and shipping orders. Each process would be represented as a 

series of tasks, such as "receive order," "check inventory," "ship order," and "update inventory" as illustrated 

in Figure 2. 
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Figure 2: Business Process Model for E-Commerce Application 

 

2.2.3 Deployment Model 

The deployment model represents the deployment environment and the allocation of services to 

physical resources. It defines the hardware and software infrastructure needed to deploy the services, as well 

as the networking and communication protocols used to connect them. The deployment model is typically 

represented using an MDE tool such as Eclipse EMF or ATL. 

Example: A deployment model for a simple e-commerce application might include a diagram 

showing the physical servers and networks used to deploy the services, as well as the software components 

and middleware used to connect them. We demonstrated the deployment model in Figure 3. 

 

 
 

Figure 3: Deployment Model for E-Commerce Application 

 

2.2.4 Configuration Model 

The configuration model represents the configuration settings and parameters of the services and 

their dependencies. It defines the values and settings that need to be adjusted during deployment and runtime, 

such as IP addresses, port numbers, and database connection strings. The configuration model is typically 
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represented using an MDE tool such as Eclipse EMF or ATL. 

Example: A configuration model for a simple e-commerce application might include a list of 

configuration settings for each service, such as the IP address and port number of the web server, the database 

connection string, and the inventory management system URL. 

 

2.2.5 Quality Model 

The quality model represents the quality attributes and constraints of the services and their 

dependencies. It defines the performance, security, reliability, and availability requirements of the system, as 

well as the metrics used to measure them. The quality model is typically represented using an MDE tool such 

as Eclipse EMF or ATL. 

Example: A quality model for a simple e-commerce application might include a set of quality 

attributes, such as response time, throughput, and error rate, as well as the targets and limits for each attribute. 

It might also include security constraints, such as authentication and authorization policies, and availability 

constraints, such as redundancy and failover mechanisms. 

These five components are integrated using an MDE tool, such as Eclipse EMF or ATL, to create a 

unified modeling framework. The integration allows for bidirectional transformations between the different 

components, ensuring consistency across the entire modeling framework. For example, changes made to the 

service model will automatically update the business process model, deployment model, configuration model, 

and quality model. Similarly, changes made to the business process model will automatically update the 

service model, deployment model, configuration model, and quality model. 

 

2.3 Step-by-Step Modeling Approach 

The modeling approach for service-based software architecture in cyber-physical systems consists of 

six steps: 

Step 1: Identification of Services 

The first step is to identify the services that make up the system. This involves understanding the 

functional and non-functional requirements of the system and breaking them down into smaller, independent 

units. For example, in a smart home system, services could include temperature control, lighting management, 

security monitoring, and entertainment. 

Step 2: Definition of Service Interfaces 

Once the services have been identified, the next step is to define their interfaces. This includes 

defining the data formats, protocols, and APIs that each service will use to communicate with other services. 

A standardized interface definition language such as OpenAPI or GraphQL can be used to specify the 

interfaces. 

Step 3: Modeling of Service Dependencies 

Services may depend on other services to function properly. For instance, a temperature control 

service may rely on a weather forecast service to adjust the temperature accordingly. Modeling service 

dependencies is essential to ensure that services are correctly integrated and orchestrated. 

Step 4: Definition of Quality Attributes 

Quality attributes are non-functional properties of a system, such as performance, availability, and 

security. They play a critical role in determining the overall quality of a service-based architecture. For 

example, a real-time video streaming service may require low latency and high availability, while a medical 

device may prioritize safety and regulatory compliance. Quality attributes should be defined early in the 

development process to guide the design and implementation of services. 

Step 5: Composition of Services 

Service composition refers to the combination of services to create more complex functions or 

applications. In CPS, service composition can involve combining services from different domains to create 

new capabilities. For example, a smart city application may compose services from transportation, energy 

management, and environmental monitoring to optimize traffic flow and reduce energy consumption. 

Step 6: Validation and Refining 

Finally, it's important to validate and refine the modeled architecture against the requirements and 

constraints of the system. This involves simulating the behavior of the system using tools such as Modelica, 

Simulink, or SysML, and analyzing the results to identify areas for improvement. 

 

III. CASE STUDY 

Smart grids are modern electrical grids that use advanced technologies such as sensors, 

communication networks, and data analytics to improve the efficiency, reliability, and sustainability of power 

distribution and consumption. One key aspect of smart grids is the integration of distributed energy resources 

(DERs), such as wind turbines, solar panels, and energy storage systems, into the grid. However, integrating 
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these resources poses significant technical challenges due to their variability and decentralization. 

We argue that a service-based software architecture can help address the challenges of integrating 

DERs into smart grids by providing a flexible and scalable framework for managing the various services and 

interfaces involved in the integration process. We describe a case study where they apply their proposed 

service-based software architecture to a smart grid scenario involving the integration of DERs. The 

architecture consists of several layers, including a device layer, a data acquisition layer, a data processing 

layer, and a decision-making layer. Each layer provides specific services that enable the integration of DERs 

into the grid. The authors identify several services provided by the architecture, including: 

(1) Device management: This service enables the monitoring and control of DER devices, such as 

wind turbines and solar panels, and ensures their proper operation within the grid. 

(2) Data acquisition: This service collects data from various sources, such as weather forecasts, 

energy demand predictions, and grid status updates, and makes it available for further processing. 

(3) Data processing: This service processes the collected data using machine learning algorithms and 

other techniques to generate insights and recommendations for optimizing DER performance and grid 

stability. 

(4) Decision-making: This service uses the processed data to make decisions about DER dispatch, 

energy trading, and grid management, taking into account factors such as energy demand, supply, and 

network constraints. 

We highlight several benefits of using their proposed service-based software architecture in smart 

grids, including improved flexibility, scalability, and interoperability. By breaking down the architecture into 

smaller, modular services, it becomes easier to modify or replace individual components without affecting the 

entire system. Additionally, the architecture allows for seamless integration with existing grid infrastructure 

and enables new functionalities, such as predictive maintenance and energy optimization, which can lead to 

cost savings and increased efficiency. 

The case study demonstrates how a service-based software architecture can effectively support the 

integration of DERs into smart grids, enabling greater flexibility, scalability, and interoperability while also 

reducing costs and improving efficiency. The authors emphasize that their proposed architecture can serve as 

a foundation for future research and development in this area, particularly as smart grids continue to evolve 

and become increasingly complex. 

 

IV. CONCLUSIONS 

Effective modeling of service-based software architecture in cyber-physical systems is crucial for 

ensuring the correct functioning of the system. It helps developers understand how the different components 

of the system interact with each other, identify potential problems, and simulate the behavior of the system 

before it is implemented. When selecting a modeling technique or tool, developers should consider factors 

such as the complexity of the system being developed, the level of detail required, the ease of use and learning 

curve, and compatibility with existing tools and processes. 

In conclusion, modeling techniques are an essential part of the development process for cyber-

physical systems. By providing a virtual representation of the system, developers can analyze, test, and refine 

the design before implementing it in physical form. The choice of modeling technique depends on the specific 

needs of the project, but all offer valuable insights and benefits during the development process. 
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